Algorithms:

Q1)

1. Define a struct Node with members data, left, right, and height.
2. Define a private member root of type Node\* in the AVLTree class.
3. Implement a private member function getHeight that returns the height of a given node. If the node is nullptr, return 0.
4. Implement a private member function getBalanceFactor that returns the balance factor of a given node. If the node is nullptr, return 0.
5. Implement a private member function rotateRight that performs a right rotation on a given node and returns the new root of the subtree.
6. Implement a private member function rotateLeft that performs a left rotation on a given node and returns the new root of the subtree.
7. Implement a private member function insert that inserts a new node with the given data into the AVL tree and returns the root of the modified tree.
8. Implement a private member function minValueNode that returns the node with the minimum value in a given subtree.
9. Implement a private member function deleteNode that deletes a node with the given data from the AVL tree and returns the root of the modified tree.
10. Implement a private member function inOrderTraversal that performs an in-order traversal of the tree and prints the data of each node.
11. Implement a private member function preOrderTraversal that performs a pre-order traversal of the tree and prints the data of each node.
12. Implement a private member function postOrderTraversal that performs a post-order traversal of the tree and prints the data of each node.
13. Define public member functions insert, remove, traverseInOrder, traversePreOrder, and traversePostOrder that call the corresponding private member functions.
14. In the main function, create an instance of the AVLTree class.
15. Insert some values into the AVL tree using the insert function.
16. Print the in-order traversal of the tree using the traverseInOrder function.
17. Print the pre-order traversal of the tree using the traversePreOrder function.
18. Print the post-order traversal of the tree using the traversePostOrder function.
19. Remove a value from the AVL tree using the remove function.
20. Print the in-order traversal of the tree again to verify the deletion.

Q2)

1. Define the structure for the student record and AVL tree node.

2. Implement functions to get the height and balance factor of a node, update the height of a node, perform right and left rotations.

3. Implement the function to insert a new student record into the AVL tree.

4. Implement the function to perform in-order traversal of the AVL tree.

5. Implement the function to delete a student record from the AVL tree.

6. Implement the function to free memory allocated for AVL tree nodes.

7. In the main function:

   a. Create an AVL tree root node.

   b. Read student information from a text file and build the initial AVL tree.

   c. Perform operations on the AVL tree, such as inserting a new student record.

   d. Display the in-order traversal of the AVL tree.

   e. Perform the delete operation on a specific student record.

   f. Display the in-order traversal of the AVL tree after deletion.

   g. Free memory allocated for AVL tree nodes.

AVL Tree Implementation:

Q1.

#include <iostream>

using *namespace* std;

*class* AVLTree {

*private:*

*struct* Node {

*int* data;

        Node\* left;

        Node\* right;

*int* height;

    };

    Node\* root;

*int* getHeight(Node\* *node*) {

        if (*node* == nullptr)

            return 0;

        return *node*->height;

    }

*int* getBalanceFactor(Node\* *node*) {

        if (*node* == nullptr)

            return 0;

        return getHeight(*node*->left) - getHeight(*node*->right);

    }

    Node\* rotateRight(Node\* *y*) {

        Node\* x = *y*->left;

        Node\* T2 = x->right;

        x->right = *y*;

*y*->left = T2;

*y*->height = std::max(getHeight(*y*->left), getHeight(*y*->right)) + 1;

        x->height = std::max(getHeight(x->left), getHeight(x->right)) + 1;

        return x;

    }

    Node\* rotateLeft(Node\* *x*) {

        Node\* y = *x*->right;

        Node\* T2 = y->left;

        y->left = *x*;

*x*->right = T2;

*x*->height = std::max(getHeight(*x*->left), getHeight(*x*->right)) + 1;

        y->height = std::max(getHeight(y->left), getHeight(y->right)) + 1;

        return y;

    }

    Node\* insert(Node\* *node*, *int* *data*) {

        if (*node* == nullptr) {

            Node\* newNode = new Node;

            newNode->data = *data*;

            newNode->left = nullptr;

            newNode->right = nullptr;

            newNode->height = 1;

            return newNode;

        }

        if (*data* < *node*->data)

*node*->left = insert(*node*->left, *data*);

        else if (*data* > *node*->data)

*node*->right = insert(*node*->right, *data*);

        else

            return *node*;

*node*->height = std::max(getHeight(*node*->left), getHeight(*node*->right)) + 1;

*int* balanceFactor = getBalanceFactor(*node*);

        if (balanceFactor > 1 && *data* < *node*->left->data)

            return rotateRight(*node*);

        if (balanceFactor < -1 && *data* > *node*->right->data)

            return rotateLeft(*node*);

        if (balanceFactor > 1 && *data* > *node*->left->data) {

*node*->left = rotateLeft(*node*->left);

            return rotateRight(*node*);

        }

        if (balanceFactor < -1 && *data* < *node*->right->data) {

*node*->right = rotateRight(*node*->right);

            return rotateLeft(*node*);

        }

        return *node*;

    }

    Node\* minValueNode(Node\* *node*) {

        Node\* current = *node*;

        while (current->left != nullptr)

            current = current->left;

        return current;

    }

    Node\* deleteNode(Node\* *root*, *int* *data*) {

        if (*root* == nullptr)

            return *root*;

        if (*data* < *root*->data)

*root*->left = deleteNode(*root*->left, *data*);

        else if (*data* > *root*->data)

*root*->right = deleteNode(*root*->right, *data*);

        else {

            if (*root*->left == nullptr || *root*->right == nullptr) {

                Node\* temp = *root*->left ? *root*->left : *root*->right;

                if (temp == nullptr) {

                    temp = *root*;

*root* = nullptr;

                } else

                    \**root* = \*temp;

                delete temp;

            } else {

                Node\* temp = minValueNode(*root*->right);

*root*->data = temp->data;

*root*->right = deleteNode(*root*->right, temp->data);

            }

        }

        if (*root* == nullptr)

            return *root*;

*root*->height = std::max(getHeight(*root*->left), getHeight(*root*->right)) + 1;

*int* balanceFactor = getBalanceFactor(*root*);

        if (balanceFactor > 1 && getBalanceFactor(*root*->left) >= 0)

            return rotateRight(*root*);

        if (balanceFactor > 1 && getBalanceFactor(*root*->left) < 0) {

*root*->left = rotateLeft(*root*->left);

            return rotateRight(*root*);

        }

        if (balanceFactor < -1 && getBalanceFactor(*root*->right) <= 0)

            return rotateLeft(*root*);

        if (balanceFactor < -1 && getBalanceFactor(*root*->right) > 0) {

*root*->right = rotateRight(*root*->right);

            return rotateLeft(*root*);

        }

        return *root*;

    }

*void* inOrderTraversal(Node\* *root*) {

        if (*root* != nullptr) {

            inOrderTraversal(*root*->left);

            std::cout << *root*->data << " ";

            inOrderTraversal(*root*->right);

        }

    }

*void* preOrderTraversal(Node\* *root*) {

        if (*root* != nullptr) {

            std::cout << *root*->data << " ";

            preOrderTraversal(*root*->left);

            preOrderTraversal(*root*->right);

        }

    }

*void* postOrderTraversal(Node\* *root*) {

        if (*root* != nullptr) {

            postOrderTraversal(*root*->left);

            postOrderTraversal(*root*->right);

            std::cout << *root*->data << " ";

        }

    }

*public:*

    AVLTree() {

        root = nullptr;

    }

*void* insert(*int* *data*) {

        root = insert(root, *data*);

    }

*void* remove(*int* *data*) {

        root = deleteNode(root, *data*);

    }

*void* traverseInOrder() {

        inOrderTraversal(root);

        std::cout << std::endl;

    }

*void* traversePreOrder() {

        preOrderTraversal(root);

        std::cout << std::endl;

    }

*void* traversePostOrder() {

        postOrderTraversal(root);

        std::cout << std::endl;

    }

};

*int* main() {

    AVLTree avl;

    avl.insert(10);

    avl.insert(20);

    avl.insert(30);

    avl.insert(40);

    avl.insert(50);

    avl.insert(25);

    std::cout << "In-order traversal: ";

    avl.traverseInOrder();

    std::cout << "Pre-order traversal: ";

    avl.traversePreOrder();

    std::cout << "Post-order traversal: ";

    avl.traversePostOrder();

    avl.remove(30);

    std::cout << "In-order traversal after deleting 30: ";

    avl.traverseInOrder();

    return 0;

}

Output:
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Q2.

#include <iostream>

#include <fstream>

#include <string>

using *namespace* std;

// Define structure for student record

*struct* StudentRecord {

*int* rollNumber;

    string name;

*float* cgpa;

};

// Define structure for AVL tree node

*struct* AVLNode {

    StudentRecord data;

    AVLNode\* left;

    AVLNode\* right;

*int* height;

};

// Function to get height of a node

*int* getHeight(AVLNode\* *node*) {

    if (*node* == nullptr)

        return 0;

    return *node*->height;

}

// Function to get balance factor of a node

*int* getBalanceFactor(AVLNode\* *node*) {

    if (*node* == nullptr)

        return 0;

    return getHeight(*node*->left) - getHeight(*node*->right);

}

// Function to update height of a node

*void* updateHeight(AVLNode\* *node*) {

    if (*node* != nullptr)

*node*->height = 1 + max(getHeight(*node*->left), getHeight(*node*->right));

}

// Function to perform right rotation

AVLNode\* rightRotate(AVLNode\* *y*) {

    AVLNode\* x = *y*->left;

    AVLNode\* T2 = x->right;

    x->right = *y*;

*y*->left = T2;

    updateHeight(*y*);

    updateHeight(x);

    return x;

}

// Function to perform left rotation

AVLNode\* leftRotate(AVLNode\* *x*) {

    AVLNode\* y = *x*->right;

    AVLNode\* T2 = y->left;

    y->left = *x*;

*x*->right = T2;

    updateHeight(*x*);

    updateHeight(y);

    return y;

}

// Function to insert a new student record into AVL tree

AVLNode\* insertAVL(AVLNode\* *root*, StudentRecord *newStudent*) {

    if (*root* == nullptr) {

        AVLNode\* newNode = new AVLNode;

        newNode->data = *newStudent*;

        newNode->left = newNode->right = nullptr;

        newNode->height = 1;

        return newNode;

    }

    if (*newStudent*.rollNumber < *root*->data.rollNumber)

*root*->left = insertAVL(*root*->left, *newStudent*);

    else if (*newStudent*.rollNumber > *root*->data.rollNumber)

*root*->right = insertAVL(*root*->right, *newStudent*);

    else // Duplicate roll numbers are not allowed

        return *root*;

    // Update height of current node

    updateHeight(*root*);

    // Check balance factor and perform rotations if necessary

*int* balance = getBalanceFactor(*root*);

    // Left Left Case

    if (balance > 1 && *newStudent*.rollNumber < *root*->left->data.rollNumber)

        return rightRotate(*root*);

    // Right Right Case

    if (balance < -1 && *newStudent*.rollNumber > *root*->right->data.rollNumber)

        return leftRotate(*root*);

    // Left Right Case

    if (balance > 1 && *newStudent*.rollNumber > *root*->left->data.rollNumber) {

*root*->left = leftRotate(*root*->left);

        return rightRotate(*root*);

    }

    // Right Left Case

    if (balance < -1 && *newStudent*.rollNumber < *root*->right->data.rollNumber) {

*root*->right = rightRotate(*root*->right);

        return leftRotate(*root*);

    }

    return *root*;

}

// Function to perform in-order traversal of AVL tree

*void* inOrderTraversal(AVLNode\* *root*) {

    if (*root* != nullptr) {

        inOrderTraversal(*root*->left);

        cout << "Roll Number: " << *root*->data.rollNumber << ", Name: " << *root*->data.name << ", CGPA: " << *root*->data.cgpa << endl;

        inOrderTraversal(*root*->right);

    }

}

// Function to delete a student record from AVL tree

AVLNode\* deleteNodeAVL(AVLNode\* *root*, *int* *rollNumber*) {

    if (*root* == nullptr)

        return *root*;

    if (*rollNumber* < *root*->data.rollNumber)

*root*->left = deleteNodeAVL(*root*->left, *rollNumber*);

    else if (*rollNumber* > *root*->data.rollNumber)

*root*->right = deleteNodeAVL(*root*->right, *rollNumber*);

    else {

        // Node with only one child or no child

        if (*root*->left == nullptr || *root*->right == nullptr) {

            AVLNode\* temp = *root*->left ? *root*->left : *root*->right;

            // No child case

            if (temp == nullptr) {

                temp = *root*;

*root* = nullptr;

            } else // One child case

                \**root* = \*temp;

            delete temp;

        } else {

            // Node with two children, get the in-order successor (smallest in the right subtree)

            AVLNode\* temp = *root*->right;

            while (temp->left != nullptr)

                temp = temp->left;

            // Copy the in-order successor's data to this node

*root*->data = temp->data;

            // Delete the in-order successor

*root*->right = deleteNodeAVL(*root*->right, temp->data.rollNumber);

        }

    }

    // If the tree had only one node then return

    if (*root* == nullptr)

        return *root*;

    // Update height of current node

    updateHeight(*root*);

    // Check balance factor and perform rotations if necessary

*int* balance = getBalanceFactor(*root*);

    // Left Left Case

    if (balance > 1 && getBalanceFactor(*root*->left) >= 0)

        return rightRotate(*root*);

    // Left Right Case

    if (balance > 1 && getBalanceFactor(*root*->left) < 0) {

*root*->left = leftRotate(*root*->left);

        return rightRotate(*root*);

    }

    // Right Right Case

    if (balance < -1 && getBalanceFactor(*root*->right) <= 0)

        return leftRotate(*root*);

    // Right Left Case

    if (balance < -1 && getBalanceFactor(*root*->right) > 0) {

*root*->right = rightRotate(*root*->right);

        return leftRotate(*root*);

    }

    return *root*;

}

// Function to free memory allocated for AVL tree nodes

*void* deleteAVLTree(AVLNode\* *root*) {

    if (*root* != nullptr) {

        deleteAVLTree(*root*->left);

        deleteAVLTree(*root*->right);

        delete *root*;

    }

}

*int* main() {

    AVLNode\* avlRoot = nullptr;

    // Read student information from text file and build initial AVL tree

    ifstream inputFile("student\_data.txt");

*int* rollNumber;

    string name;

*float* cgpa;

    while (inputFile >> rollNumber >> name >> cgpa) {

        StudentRecord newStudent;

        newStudent.rollNumber = rollNumber;

        newStudent.name = name;

        newStudent.cgpa = cgpa;

        avlRoot = insertAVL(avlRoot, newStudent);

    }

    inputFile.close();

    // Perform operations on AVL tree

    // For example, to insert a new student:

    StudentRecord newStudent;

    newStudent.rollNumber = 102015200;

    newStudent.name = "John Doe";

    newStudent.cgpa = 7.8;

    avlRoot = insertAVL(avlRoot, newStudent);

    // Display in-order traversal of AVL tree

    cout << "In-Order Traversal of AVL Tree:" << endl;

    inOrderTraversal(avlRoot);

    // Perform delete operation

*int* rollToDelete = 102015070;

    avlRoot = deleteNodeAVL(avlRoot, rollToDelete);

    // Display in-order traversal after deletion

    cout << "\nIn-Order Traversal after Deletion:" << endl;

    inOrderTraversal(avlRoot);

    // Free memory allocated for AVL tree nodes

    deleteAVLTree(avlRoot);

    return 0;

}

Output:
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1. Red Black Tree Implementation:

Q1.

#include <iostream>

using *namespace* std;

*class* RBTree {

*private:*

*enum* Color { RED, BLACK };

*struct* Node {

*int* data;

        Node\* parent;

        Node\* left;

        Node\* right;

        Color color;

    };

    Node\* root;

    Node\* rotateLeft(Node\* *x*) {

        Node\* y = *x*->right;

*x*->right = y->left;

        if (y->left != nullptr)

            y->left->parent = *x*;

        y->parent = *x*->parent;

        if (*x*->parent == nullptr)

            root = y;

        else if (*x* == *x*->parent->left)

*x*->parent->left = y;

        else

*x*->parent->right = y;

        y->left = *x*;

*x*->parent = y;

        return root;

    }

    Node\* rotateRight(Node\* *y*) {

        Node\* x = *y*->left;

*y*->left = x->right;

        if (x->right != nullptr)

            x->right->parent = *y*;

        x->parent = *y*->parent;

        if (*y*->parent == nullptr)

            root = x;

        else if (*y* == *y*->parent->left)

*y*->parent->left = x;

        else

*y*->parent->right = x;

        x->right = *y*;

*y*->parent = x;

        return root;

    }

*void* insertFixup(Node\* *z*) {

        while (*z* != nullptr && *z*->parent != nullptr && *z*->parent->color == RED) {

            if (*z*->parent == *z*->parent->parent->left) {

                Node\* y = *z*->parent->parent->right;

                if (y != nullptr && y->color == RED) {

*z*->parent->color = BLACK;

                    y->color = BLACK;

*z*->parent->parent->color = RED;

*z* = *z*->parent->parent;

                } else {

                    if (*z* == *z*->parent->right) {

*z* = *z*->parent;

                        root = rotateLeft(*z*);

                    }

*z*->parent->color = BLACK;

*z*->parent->parent->color = RED;

                    root = rotateRight(*z*->parent->parent);

                }

            } else {

                Node\* y = *z*->parent->parent->left;

                if (y != nullptr && y->color == RED) {

*z*->parent->color = BLACK;

                    y->color = BLACK;

*z*->parent->parent->color = RED;

*z* = *z*->parent->parent;

                } else {

                    if (*z* == *z*->parent->left) {

*z* = *z*->parent;

                        root = rotateRight(*z*);

                    }

*z*->parent->color = BLACK;

*z*->parent->parent->color = RED;

                    root = rotateLeft(*z*->parent->parent);

                }

            }

        }

        if (*z* != nullptr)

*z*->color = BLACK;

    }

    Node\* insert(Node\* *root*, *int* *data*) {

        Node\* z = new Node;

        z->data = *data*;

        z->left = z->right = nullptr;

        z->color = RED;

        Node\* y = nullptr;

        Node\* x = *root*;

        while (x != nullptr) {

            y = x;

            if (z->data < x->data)

                x = x->left;

            else if (z->data > x->data)

                x = x->right;

            else {

                delete z;

                return *root*;

            }

        }

        z->parent = y;

        if (y == nullptr)

*root* = z;

        else if (z->data < y->data)

            y->left = z;

        else

            y->right = z;

        insertFixup(z);

        return *root*;

    }

    Node\* minValueNode(Node\* *node*) {

        Node\* current = *node*;

        while (current->left != nullptr)

            current = current->left;

        return current;

    }

    Node\* deleteNode(Node\* *root*, *int* *data*) {

        Node\* z = nullptr;

        Node\* x, \* y;

        z = *root*;

        while (z != nullptr) {

            if (*data* < z->data)

                z = z->left;

            else if (*data* > z->data)

                z = z->right;

            else

                break;

        }

        if (z == nullptr)

            return *root*;

        Color originalColor = z->color;

        if (z->left == nullptr) {

            x = z->right;

*root* = transplant(*root*, z, z->right);

        } else if (z->right == nullptr) {

            x = z->left;

*root* = transplant(*root*, z, z->left);

        } else {

            y = minValueNode(z->right);

            originalColor = y->color;

            x = y->right;

            if (y->parent == z)

                x->parent = y;

            else {

*root* = transplant(*root*, y, y->right);

                y->right = z->right;

                y->right->parent = y;

            }

*root* = transplant(*root*, z, y);

            y->left = z->left;

            y->left->parent = y;

            y->color = z->color;

        }

        delete z;

        if (originalColor == BLACK)

            deleteFixup(*root*, x);

        return *root*;

    }

    Node\* transplant(Node\* *root*, Node\* *u*, Node\* *v*) {

        if (*u*->parent == nullptr)

*root* = *v*;

        else if (*u* == *u*->parent->left)

*u*->parent->left = *v*;

        else

*u*->parent->right = *v*;

        if (*v* != nullptr)

*v*->parent = *u*->parent;

        return *root*;

    }

*void* deleteFixup(Node\*& *root*, Node\*& *x*) {

        while (*x* != *root* && (*x* == nullptr || *x*->color == BLACK)) {

            if (*x* == *x*->parent->left) {

                Node\* w = *x*->parent->right;

                if (w->color == RED) {

                    w->color = BLACK;

*x*->parent->color = RED;

*root* = rotateLeft(*x*->parent);

                    w = *x*->parent->right;

                }

                if ((w->left == nullptr || w->left->color == BLACK) &&

                    (w->right == nullptr || w->right->color == BLACK)) {

                    w->color = RED;

*x* = *x*->parent;

                } else {

                    if (w->right == nullptr || w->right->color == BLACK) {

                        if (w->left != nullptr)

                            w->left->color = BLACK;

                        w->color = RED;

*root* = rotateRight(w);

                        w = *x*->parent->right;

                    }

                    w->color = *x*->parent->color;

*x*->parent->color = BLACK;

                    if (w->right != nullptr)

                        w->right->color = BLACK;

*root* = rotateLeft(*x*->parent);

*x* = *root*;

                }

            } else {

                Node\* w = *x*->parent->left;

                if (w->color == RED) {

                    w->color = BLACK;

*x*->parent->color = RED;

*root* = rotateRight(*x*->parent);

                    w = *x*->parent->left;

                }

                if ((w->right == nullptr || w->right->color == BLACK) &&

                    (w->left == nullptr || w->left->color == BLACK)) {

                    w->color = RED;

*x* = *x*->parent;

                } else {

                    if (w->left == nullptr || w->left->color == BLACK) {

                        if (w->right != nullptr)

                            w->right->color = BLACK;

                        w->color = RED;

*root* = rotateLeft(w);

                        w = *x*->parent->left;

                    }

                    w->color = *x*->parent->color;

*x*->parent->color = BLACK;

                    if (w->left != nullptr)

                        w->left->color = BLACK;

*root* = rotateRight(*x*->parent);

*x* = *root*;

                }

            }

        }

        if (*x* != nullptr)

*x*->color = BLACK;

    }

*void* inOrderTraversal(Node\* *root*) {

        if (*root* != nullptr) {

            inOrderTraversal(*root*->left);

            std::cout << *root*->data << " ";

            inOrderTraversal(*root*->right);

        }

    }

*void* preOrderTraversal(Node\* *root*) {

        if (*root* != nullptr) {

            std::cout << *root*->data << " ";

            preOrderTraversal(*root*->left);

            preOrderTraversal(*root*->right);

        }

    }

*void* postOrderTraversal(Node\* *root*) {

        if (*root* != nullptr) {

            postOrderTraversal(*root*->left);

            postOrderTraversal(*root*->right);

            std::cout << *root*->data << " ";

        }

    }

*public:*

    RBTree() {

        root = nullptr;

    }

*void* insert(*int* *data*) {

        root = insert(root, *data*);

        if (root != nullptr)

            root->color = BLACK;

    }

*void* remove(*int* *data*) {

        root = deleteNode(root, *data*);

        if (root != nullptr)

            root->color = BLACK;

    }

*void* traverseInOrder() {

        inOrderTraversal(root);

        std::cout << std::endl;

    }

*void* traversePreOrder() {

        preOrderTraversal(root);

        std::cout << std::endl;

    }

*void* traversePostOrder() {

        postOrderTraversal(root);

        std::cout << std::endl;

    }

};

*int* main() {

    RBTree rb;

    rb.insert(10);

    rb.insert(20);

    rb.insert(30);

    rb.insert(40);

    rb.insert(50);

    rb.insert(25);

    std::cout << "In-order traversal: ";

    rb.traverseInOrder();

    std::cout << "Pre-order traversal: ";

    rb.traversePreOrder();

    std::cout << "Post-order traversal: ";

    rb.traversePostOrder();

    rb.remove(30);

    std::cout << "In-order traversal after deleting 30: ";

    rb.traverseInOrder();

    return 0;

}

Output:

![](data:image/png;base64,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)

Q2.

// Red-Black Tree implementation can be quite extensive.

// Here is a simplified example for the given requirements:

#include <iostream>

#include <fstream>

#include <string>

using *namespace* std;

*enum* Color { RED, BLACK };

// Define structure for student record

*struct* StudentRecord {

*int* rollNumber;

    string name;

*float* cgpa;

};

// Define structure for Red-Black tree node

*struct* RBNode {

    StudentRecord data;

    RBNode\* parent;

    RBNode\* left;

    RBNode\* right;

    Color color;

};

// Function to perform left rotation

RBNode\* leftRotateRB(RBNode\* *root*, RBNode\* *x*) {

    RBNode\* y = *x*->right;

*x*->right = y->left;

    if (y->left != nullptr)

        y->left->parent = *x*;

    y->parent = *x*->parent;

    if (*x*->parent == nullptr)

*root* = y;

    else if (*x* == *x*->parent->left)

*x*->parent->left = y;

    else

*x*->parent->right = y;

    y->left = *x*;

*x*->parent = y;

    return *root*;

}

// Function to perform right rotation

RBNode\* rightRotateRB(RBNode\* *root*, RBNode\* *y*) {

    RBNode\* x = *y*->left;

*y*->left = x->right;

    if (x->right != nullptr)

        x->right->parent = *y*;

    x->parent = *y*->parent;

    if (*y*->parent == nullptr)

*root* = x;

    else if (*y* == *y*->parent->left)

*y*->parent->left = x;

    else

*y*->parent->right = x;

    x->right = *y*;

*y*->parent = x;

    return *root*;

}

// Function to fix the Red-Black tree after insertion

RBNode\* insertFixupRB(RBNode\* *root*, RBNode\* *z*) {

    while (*z* != nullptr && *z*->parent != nullptr && *z*->parent->color == RED) {

        if (*z*->parent == *z*->parent->parent->left) {

            RBNode\* y = *z*->parent->parent->right;

            if (y != nullptr && y->color == RED) {

*z*->parent->color = BLACK;

                y->color = BLACK;

*z*->parent->parent->color = RED;

*z* = *z*->parent->parent;

            } else {

                if (*z* == *z*->parent->right) {

*z* = *z*->parent;

*root* = leftRotateRB(*root*, *z*);

                }

*z*->parent->color = BLACK;

*z*->parent->parent->color = RED;

*root* = rightRotateRB(*root*, *z*->parent->parent);

            }

        } else {

            RBNode\* y = *z*->parent->parent->left;

            if (y != nullptr && y->color == RED) {

*z*->parent->color = BLACK;

                y->color = BLACK;

*z*->parent->parent->color = RED;

*z* = *z*->parent->parent;

            } else {

                if (*z* == *z*->parent->left) {

*z* = *z*->parent;

*root* = rightRotateRB(*root*, *z*);

                }

*z*->parent->color = BLACK;

*z*->parent->parent->color = RED;

*root* = leftRotateRB(*root*, *z*->parent->parent);

            }

        }

    }

*root*->color = BLACK;

    return *root*;

}

// Function to insert a new student record into Red-Black tree

RBNode\* insertRB(RBNode\* *root*, StudentRecord *newStudent*) {

    RBNode\* z = new RBNode;

    z->data = *newStudent*;

    z->left = z->right = z->parent = nullptr;

    z->color = RED;

    RBNode\* y = nullptr;

    RBNode\* x = *root*;

    while (x != nullptr) {

        y = x;

        if (z->data.rollNumber < x->data.rollNumber)

            x = x->left;

        else if (z->data.rollNumber > x->data.rollNumber)

            x = x->right;

        else {

            // Duplicate roll numbers are not allowed

            delete z;

            return *root*;

        }

    }

    z->parent = y;

    if (y == nullptr)

*root* = z;

    else if (z->data.rollNumber < y->data.rollNumber)

        y->left = z;

    else

        y->right = z;

    return insertFixupRB(*root*, z);

}

// Function to perform in-order traversal of Red-Black tree

*void* inOrderTraversalRB(RBNode\* *root*) {

    if (*root* != nullptr) {

        inOrderTraversalRB(*root*->left);

        cout << "Roll Number: " << *root*->data.rollNumber << ", Name: " << *root*->data.name << ", CGPA: " << *root*->data.cgpa << endl;

        inOrderTraversalRB(*root*->right);

    }

}

// Function to free memory allocated for Red-Black tree nodes

*void* deleteRBTree(RBNode\* *root*) {

    if (*root* != nullptr) {

        deleteRBTree(*root*->left);

        deleteRBTree(*root*->right);

        delete *root*;

    }

}

*int* main() {

    RBNode\* rbRoot = nullptr;

    // Read student information from text file and build initial Red-Black tree

    ifstream inputFile("student\_data.txt");

*int* rollNumber;

    string name;

*float* cgpa;

    while (inputFile >> rollNumber >> name >> cgpa) {

        StudentRecord newStudent;

        newStudent.rollNumber = rollNumber;

        newStudent.name = name;

        newStudent.cgpa = cgpa;

        rbRoot = insertRB(rbRoot, newStudent);

    }

    inputFile.close();

    // Perform operations on Red-Black tree

    // For example, to insert a new student:

    StudentRecord newStudent;

    newStudent.rollNumber = 102015200;

    newStudent.name = "John Doe";

    newStudent.cgpa = 7.8;

    rbRoot = insertRB(rbRoot, newStudent);

    // Display in-order traversal of Red-Black tree

    cout << "In-Order Traversal of Red-Black Tree:" << endl;

    inOrderTraversalRB(rbRoot);

    // Free memory allocated for Red-Black tree nodes

    deleteRBTree(rbRoot);

    return 0;

}

Output:
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